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# Experiment-1: CONTROL FLOW

* 1. **Develop a C++ program to find the roots of a quadratic equation. Code:**

#include<iostream> #include<cmath> using namespace std; int main()

{

float a, b, c, x1, x2, discriminant, realPart, imaginaryPart; cin >> a >> b >> c;

discriminant = b\*b - 4\*a\*c; if (discriminant > 0)

{

x1 = (-b + sqrt(discriminant)) / (2\*a); x2 = (-b - sqrt(discriminant)) / (2\*a);

cout << "Roots are real and different." << endl; cout << "x1 = " << x1 << endl;

cout << "x2 = " << x2 << endl;

}

else if (discriminant == 0)

{

cout << "Roots are real and same." << endl; x1 = -b/(2\*a);

cout << "x1 = x2 = " << x1 << endl;

}

else

{

realPart = -b/(2\*a);

imaginaryPart =sqrt(-discriminant)/(2\*a);

cout << "Roots are complex and different." << endl;

cout << "x1 = " << realPart << "+" << imaginaryPart << "i" << endl; cout << "x2 = " << realPart << "-" << imaginaryPart << "i" << endl;

}

return 0;

}

# Output:

1 -4 4

Roots are real and same. x1 = x2 = 2
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# Develop a C++ program to find factorial of a given number using recursion. Code:

#include <iostream> using namespace std; int fact(int num)

{

if(num==1)

{

return 1;

}

return num\*fact(num-1);

}

int main()

{

int num; cin>>num; cout<<fact(num); return 0;

}

# Output:

6

720
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# Experiment-2: VARAIBLE AND SCOPE

* 1. **Develop a C++ program to illustrate scope resolution and namespaces. Code:**

#include<iostream> using namespace std;

// declare global variable int num = 50;

int main ()

{

// declare local variable int num = 100;

// print the value of the variables

cout << "The value of the local variable num: " << num;

// use scope resolution operator (::) to access the global variable cout << "\nThe value of the global variable num: " << ::num; return 0;

}

# Output:

The value of the local variable num: 100 The value of the global variable num: 50

# Develop a C++ program illustrating Inline Functions. Code:

#include<iostream> using namespace std;

inline void find\_area(float radius)

{

cout<<3.14\*radius\*radius;

}

int main()

{

float radius,area; cin>>radius;

find\_area(radius);

}

# Output:

4

50.24
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# Experiment-3: CLASS AND OBJECT

* 1. **Develop a C++ program demonstrating a Bank Account with necessary data members and member functions.**

**Code:** #include<iostream> using namespace std; class BankAccount

{

public:

string name,accno,ifscno; int bal,pin;

void setdata(string n,string ano,string ifsc,int b,int p)

{

name=n; accno=ano; ifscno=ifsc; bal=b; pin=p;

}

void display()

{

cout<<name<<" "<<accno<<" "<<ifscno<<" "<<bal<<" "<<pin;

}

};

int main()

{

BankAccount b1; b1.setdata("Ravi","5654563","SBI556",12000,1234);

b1.display();

}

# Output:

Ravi 5654563 SBI556 12000 1234

# Develop a C++ program for illustrating Access Specifiers :public and private. Code:

#include<iostream> using namespace std; class BankAccount

{

private:

int bal,pin;

public:

string name,accno,ifscno;

void setdata(string n,string ano,string ifsc,int b,int p)

{

name=n; accno=ano; ifscno=ifsc; bal=b;
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pin=p;

}

void display()

{

cout<<name<<" "<<accno<<" "<<ifscno<<" "<<bal<<" "<<pin;

}

};

int main()

{

BankAccount b1; b1.setdata("Ravi","5654563","SBI556",12000,1234);

b1.display();

}

# Output:

Ravi 5654563 SBI556 12000 1234

# Develop a C++ program to illustrate this pointer. Code:

#include<iostream> using namespace std; class BankAccount

{

private:

string name,accno,ifscno; int bal,pin;

public:

void setdata(string name,string accno,string ifscno,int bal,int pin)

{

this->name=name; this->accno=accno; this->ifscno=ifscno; this->bal=bal;

this->pin=pin;

}

void display()

{

cout<<this->name<<" "<<this->accno<<" "<<this->ifscno<<" "<<this->bal<<" "<<this->pin;

}

};

int main()

{

BankAccount b1; b1.setdata("Ravi","5654563","SBI556",12000,1234);

b1.display();

}

# Output:

Ravi 5654563 SBI556 12000 1234
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# Experiment-4: FUNCTIONS

* 1. **Develop a C++ program illustrate function overloading. Code:**

#include<iostream> using namespace std; class BankAccount

{

private:

string name,accno,ifscno; int bal,pin;

public:

void setdata(string name,string accno,string ifscno,int bal,int pin)

{

this->name=name; this->accno=accno; this->ifscno=ifscno; this->bal=bal;

this->pin=pin;

}

void display()

{

cout<<this->name<<" "<<this->accno<<" "<<this->ifscno<<" "<<this->bal<<" "<<this->pin<<endl;

}

void setpin(int pin)

{

this->pin=pin;

}

void setpin()

{

this->pin=4321;

}

};

int main()

{

BankAccount b1; b1.setdata("Ravi","5654563","SBI556",12000,1234);

b1.display();

b1.setpin();

b1.display(); b1.setpin(1298); b1.display();

}

# Output:

Ravi 5654563 SBI556 12000 1234

Ravi 5654563 SBI556 12000 4321

Ravi 5654563 SBI556 12000 1298
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# Develop a C++ program to illustrate the use of default arguments. Code:

#include<iostream> using namespace std; class BankAccount

{

private:

string name,accno,ifscno; int bal,pin;

public:

void setdata(string name,string accno,string ifscno,int bal,int pin)

{

this->name=name; this->accno=accno; this->ifscno=ifscno; this->bal=bal;

this->pin=pin;

}

void display()

{

cout<<this->name<<" "<<this->accno<<" "<<this->ifscno<<" "<<this->bal<<" "<<this->pin<<endl;

}

void setpin(int pin=4321)

{

this->pin=pin;

}

};

int main()

{

BankAccount b1; b1.setdata("Ravi","5654563","SBI556",12000,1234);

b1.display();

b1.setpin();

b1.display(); b1.setpin(1298); b1.display();

}

# Output:

Ravi 5654563 SBI556 12000 1234

Ravi 5654563 SBI556 12000 4321

Ravi 5654563 SBI556 12000 1298
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# Develop a C++ program illustrating friend function. Code:

#include<iostream> using namespace std; class BankAccount

{

private:

string name,accno,ifscno; int bal,pin;

public:

void setdata(string name,string accno,string ifscno,int bal,int pin)

{

this->name=name; this->accno=accno; this->ifscno=ifscno; this->bal=bal;

this->pin=pin;

}

void display()

{

cout<<this->name<<" "<<this->accno<<" "<<this->ifscno<<" "<<this->bal<<" "<<this->pin<<endl;

}

friend void setpin(BankAccount&,int pin);

};

void setpin(BankAccount &b,int pin=4321)

{

b.pin=pin;

}

int main()

{

BankAccount b1; b1.setdata("Ravi","5654563","SBI556",12000,1234);

b1.display(); setpin(b1); b1.display(); setpin(b1,1298); b1.display();

}

# Output:

Ravi 5654563 SBI556 12000 1234

Ravi 5654563 SBI556 12000 4321

Ravi 5654563 SBI556 12000 1298
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# Experiment-5: CONSTRUCTOR AND DESTRUCTOR

* 1. **Develop a C++ Program to illustrate the use of Constructors and Destructors. Code:**

#include<iostream> using namespace std; class BankAccount

{

private:

string name,accno,ifscno; int bal,pin;

public:

BankAccount(string name,string accno,string ifscno,int bal,int pin)

{

this->name=name; this->accno=accno; this->ifscno=ifscno; this->bal=bal;

this->pin=pin;

}

void display()

{

cout<<this->name<<" "<<this->accno<<" "<<this->ifscno<<" "<<this->bal<<" "<<this->pin<<endl;

}

friend void setpin(BankAccount&,int pin);

~BankAccount()

{

cout<<"Object Destructed"<<endl;

}

};

void setpin(BankAccount &b,int pin=4321)

{

b.pin=pin;

}

int main()

{

BankAccount b1("Ravi","5654563","SBI556",12000,1234);

b1.display(); setpin(b1); b1.display(); setpin(b1,1298); b1.display();

}

# Output:

Ravi 5654563 SBI556 12000 1234

Ravi 5654563 SBI556 12000 4321

Ravi 5654563 SBI556 12000 1298

Object Destructed
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# Develop a C++ program illustrating Constructor overloading. Code:

#include<iostream> using namespace std; class BankAccount

{

private:

string name,accno,ifscno; int bal,pin;

public:

BankAccount(string name,string accno,string ifscno)

{

this->name=name; this->accno=accno; this->ifscno=ifscno; this->bal=0;

this->pin=9876;

}

BankAccount(string name,string accno,string ifscno,int bal,int pin)

{

this->name=name; this->accno=accno; this->ifscno=ifscno; this->bal=bal;

this->pin=pin;

}

void display()

{

cout<<this->name<<" "<<this->accno<<" "<<this->ifscno<<" "<<this->bal<<" "<<this->pin<<endl;

}

~BankAccount()

{

cout<<"Object Destructed"<<endl;

}

};

int main()

{

BankAccount b1("Ravi","5654563","SBI556",12000,1234);

b1.display();

BankAccount b2("Suresh","234565","SBI556"); b2.display();

}

# Output:

Ravi 5654563 SBI556 12000 1234

Suresh 234565 SBI556 0 9876

Object Destructed Object Destructed
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# Develop a C++ program illustrating Copy Constructor. Code:

#include<iostream> using namespace std; class BankAccount

{

private:

string name,accno,ifscno; int bal,pin;

public:

BankAccount(string name,string accno,string ifscno,int bal,int pin)

{

this->name=name; this->accno=accno; this->ifscno=ifscno; this->bal=bal;

this->pin=pin;

}

BankAccount(BankAccount &b)

{

this->name=b.name; this->accno=b.accno; this->ifscno=b.ifscno; this->bal=b.bal;

this->pin=b.pin;

}

void display()

{

cout<<this->name<<" "<<this->accno<<" "<<this->ifscno<<" "<<this->bal<<" "<<this->pin<<endl;

}

~BankAccount()

{

cout<<"Object Destructed"<<endl;

}

};

int main()

{

BankAccount b1("Ravi","5654563","SBI556",12000,1234);

b1.display();

BankAccount b2(b1);// copy constructor b2.display();

}

# Output:

Ravi 5654563 SBI556 12000 1234

Ravi 5654563 SBI556 12000 1234

Object Destructed Object Destructed
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# Experiment-6: OPERATOR OVERLOADING

* 1. **Develop a C++ program to Overload Unary, and Binary Operators using member function.**

**Code:** #include<iostream> using namespace std; class BankAccount

{

private:

string name,accno,ifscno; int bal,pin;

public:

BankAccount(string name,string accno,string ifscno,int bal,int pin)

{

this->name=name; this->accno=accno; this->ifscno=ifscno; this->bal=bal;

this->pin=pin;

}

void display()

{

cout<<this->name<<" "<<this->accno<<" "<<this->ifscno<<" "<<this->bal<<" "<<this->pin<<endl;

}

void operator ++()//Unary operator overloading

{

++bal;

}

};

int main()

{

int operator +(BankAccount &B2)//Binary operator overloading{ return bal+B2.bal;}

BankAccount b1("Ravi","5654563","SBI556",12000,1234);

b1.display();

BankAccount b2("Suresh","234565","SBI556",1500,8765);

b2.display();

//amount in this bank

int amount=b1+b2;//Binary operator overloading call cout<<amount<<endl;

++b1;// Unary operator overloading call b1.display();

}

# Output:

Ravi 5654563 SBI556 12000 1234

Suresh 234565 SBI556 1500 8765

13500

Ravi 5654563 SBI556 12001 1234
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# Develop a C++ program to Overload Unary, and Binary Operators using friend function.

**Code:** #include<iostream> using namespace std; class BankAccount

{

private:

string name,accno,ifscno; int bal,pin;

public:

BankAccount(string name,string accno,string ifscno,int bal,int pin)

{

this->name=name; this->accno=accno; this->ifscno=ifscno; this->bal=bal;

this->pin=pin;

}

void display()

{

cout<<this->name<<" "<<this->accno<<" "<<this->ifscno<<" "<<this->bal<<" "<<this->pin<<endl;

}

friend void operator ++(BankAccount &B);

friend int operator +(BankAccount &B1,BankAccount &B2);

};

void operator ++(BankAccount &B){ B.bal++;}

int operator +(BankAccount &B1,BankAccount &B2){ return B1.bal+B2.bal;}

int main()

{

BankAccount b1("Ravi","5654563","SBI556",12000,1234);

b1.display();

BankAccount b2("Suresh","234565","SBI556",1500,8765);

b2.display();

//amount in this bank

int amount=b1+b2;//Binary operator overloading call cout<<amount<<endl;

++b1;// Unary operator overloading call b1.display();

}

# Output:

Ravi 5654563 SBI556 12000 1234

Suresh 234565 SBI556 1500 8765

13500

Ravi 5654563 SBI556 12001 1234
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# Develop a case study on Overloading Operators and Overloading Functions. OPERATOR OVERLOADING

Operator overloading is x syntactic sugar, and is used because it allows programming using notation nearer to the target domain and allows user-defined types a similar level of syntactic support as types built into a language. It is common, for example, in scientific computing, where it allows computing representations of mathematical objects to be manipulated with the same syntax as on paper.

Operator overloading does not change the expressive power of a language (with functions), as it can be emulated using function calls. For example, consider variables a, b, c of some user-defined type, such as matrices:

a + b \* c In a language that supports operator overloading, and with the usual assumption that the ‘\*’ operator has higher precedence than ‘+’ operator, this is a concise way of writing:

add (a, multiply (b,c)) However, the former syntax reflects common mathematical usage.

# FUNCTION OVERLOADING

Function overloading is a feature of object-oriented programming where two or more functions can have the same name but different parameters. When a function name is overloaded with different jobs it is called Function Overloading.

In Function Overloading “Function” name should be the same and the arguments should be different. Function overloading can be considered as an example of

a polymorphism feature in C++.

The parameters should follow any one or more than one of the following conditions for Function overloading:

Parameters should have a different type.

add(int a, int b) add(double a, double b)

The example code shows how function overloading can be used. As functions do practically the same thing, it makes sense to use function overloading.

function int generateNumber(int MaxValue) { return rand \* MaxValue

}

function int generateNumber(int MinValue, int MaxValue) { return MinValue + rand \* (MaxValue – MinValue)

}
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# Experiment-7: INHERITANCE

* 1. **Develop C++ Programs to incorporate various forms of Inheritance**

C++ classes can be reused in several ways. Once a class been written and tested it can be adapted by other programmers to suit their requirements. This is basically done by creating new class reuse of the properties of existing class. The mechanism of deriving a new class from an existing one is called INHERITANCE.

The old class is refer to as “BASE Class” and the new one is called “Derived Class”.

**Syntax:**

class derived\_class: (visibility mode) Base\_class

{

Coding of Derived\_class;

};

The colon ( : ) indicates that the derived class is derived from base class. the visibility mode is optional. If it is present may be either private. The default visibility mode is private. The visibility mode is specifies whether the features of the base class are privately derived or publicly derived.

When a base class is privately inherited by a base class, “public members of the base class become “Private members of the derived class.

When a base class is publicly inherits by a derived class, “Public members “ of the base

class become “public members” of the derived class.

# Types of inheritance:

The c++ classes can be derived in several ways. Based on that the inheritance can be divided in to Five types.

* + 1. Single Inheritance.
    2. Hierarchical Inheritance.
    3. Multiple Inheritance.
    4. Multi-level Inheritance.
    5. Hybrid Inheritance.

# Diagram Description automatically generatedSingle Inheritance

Single inheritance enables a derived class to inherit properties and behavior from a single parent class. It allows a derived class to inherit the properties and behavior of a base class, thus enabling code reusability as well as adding new features to the existing code. This makes the code much more elegant and less repetitive.
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**Code:** #include<iostream> using namespace std; class A

{

protected:

char name[10]; int age;

};

class B:public A

{

public: float h; int w;

void get\_data()

{

cout<<"Enter name and age:\n"; cin>>name>>age;

cout<<"\n Enter weight and height:\n"; cin>>w>>h;

}

void show()

{

cout<<"Name: "<<name<<endl; cout<<"Age: "<<age<<endl; cout<<"Weight: "<<w<<endl; cout<<"Height: "<<h<<endl;

}

};

int main()

{

B C;

C.get\_data();

C.show();

}

# Output:

Enter name and age: Radhika 52

Enter weight and height: 72 5.5

Name: Radhika Age: 52

Weight: 72

Height: 5.5
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**Classes.** The resulting classes are known as **derived**

**classes or child classes**.

So in Hierarchical Inheritance, we

have 1 Parent Class and Multiple Child Classes, as shown in the pictorial representation given on this page, Inheritance.

A derived class with hierarchical inheritance is declared as follows: class A {…..}; // Base class

class B: public A {…..}; // B derived from A

class C: public A {…..}; // C derived from A

**Code:** #include<iostream> using namespace std; class A

{

protected:

char name[20]; int age;

};

class B:public A

{

public:

float h; int w;

void get\_data1()

{

cout<<"Enter name:"; cin>>name;

cout<<"Enter weight and height:"; cin>>w>>h;

}

void show()

{

cout<<"This is class B and it is inherited from Class A\n"; cout<<"Name: "<<name<<endl;

cout<<"Weight: "<<w<<endl; cout<<"Height: "<<h<<endl;

}

};
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class C:public A

{

public:

char gender; void get\_data2()

{

cout<<"Enter age:"; cin>>age; cout<<"Enter gender:"; cin>>gender;

}

void show()

{

cout<<"This is class C and it is inherited from class A\n"; cout<<"Age: "<<age<<endl;

cout<<"Gender: "<<gender<<endl;

}

};

int main()

{

B ob;

C ob1;

ob.get\_data1(); ob1.get\_data2(); ob.show();

ob1.show();

}

# Output:

Enter name: Ramu

Enter weight and height: 63 5.8

Enter age: 26 Enter gender: M

This is class B and it is inherited form class A Name: Ramu

Weight: 63

Height: 5.8

This is class C and it is inherited form class A Age: 26

Gender: M
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# Multiple Inheritance
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some computer programming languages in which an object

or class can inherit characteristics and features from more than one parent object or parent class. It is distinct from single inheritance, where an object or class may only inherit from one particular object or class.

Multiple Inheritance has been a sensitive

issue for many years, with opponents pointing to its increased complexity and ambiguity in situations such as the “diamond problem”, where it may be ambiguous as to which parent class a particular feature is inherited from if more than one parent class implements said feature. This can be addressed in various ways, including using virtual

inheritance. Alternate methods of object composition not based on inheritance such as mixins and traits have also been proposed to address the ambiguity.

**Code:** #include<iostream> using namespace std; class A

{

protected:

char name[20]; int age;

};

class B

{

protected: int w; float h;

};

class C:public A,B

{

public: char g;

void get\_data()

{

cout<<“Enter name and age:\n”; cin>>name>>age;

cout<<“Enter weight and height:\n”; cin>>w>>h;

cout<<“Enter gender: “; cin>>g;

}

void show()

{

cout<<“\nName: “<<name<<endl<<“Age: “<<age<<endl; cout<<“Weight: “<<w<<endl<<“Height: “<<h<<endl; cout<<“Gender: “<<g<<endl;

}

};

int main()

{

C ob; ob.get\_data(); ob.show();

}

# Expt. No.: Page No.:

**Date:**

# Output:

Enter name and age:

Mukesh 31

Enter weight and height:

64 5.9

Enter gender: M Name: Mukesh Age: 31

Weight: 64

Height: 5.9 Gender: M

# Diagram Description automatically generatedMulti-level Inheritance

Inheritance is the process of inheriting properties of objects of one class by objects of another class. The class which inherits the properties of another class is

called Derived or Child or Sub class and the class whose properties are inherited is called Base or Parent or Super class. When a class is derived from a class which is also derived from another class, i.e. a class having more than one parent classes, such inheritance is called **Multilevel Inheritance**. The level of inheritance can be extended to any number of level depending upon the

relation. Multilevel inheritance is similar to relation between grandfather, father and child.

**Code:** #include<iostream> using namespace std; class A

{

protected:

char name[20]; int age;

};

class B:public A

{

protected: int w; float h;

};

class C:public B

{

public: char g;

void get\_data()

{

cout<<“Enter name and age:\n”; cin>>name>>age;

# Expt. No.: Page No.:

**Date:**

cout<<“Enter weight and height:\n”; cin>>w>>h;

cout<<“Enter gender:”; cin>>g;

}

void show()

{

cout<<“\nName: “<<name<<endl<<“Age: “<<age<<endl; cout<<“Weight: “<<w<<endl<<“Height: “<<h<<endl; cout<<“Gender: “<<g<<endl;

}

};

int main()

{

C ob; ob.get\_data(); ob.show();

}

# Output:

Enter name and age:

Madhu 35

Enter weight and height:

58 5.6

Enter gender: F Name: Madhu Age: 35

Weight: 58

Height: 5.6 Gender: F

# Hybrid Inheritance

Hybrid inheritance is combination of two or more types of inheritance. It can also be called multi path inheritance.

For example, below diagram shows both Hierarchical Inheritance and multi level inheritance.

![](data:image/png;base64,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)
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**Code:** #include<iostream> using namespace std; class A //Base class

{

public: int l;

void len()

{

cout<<“Lenght: “;

cin>>l; //Lenght is enter by user

}

};

class B :public A //Inherits property of class A

{

public:

int b,c;

void l\_into\_b()

{

len(); cout<<“Breadth: “;

cin>>b; //Breadth is enter by user

c=b\*l; //c stores value of lenght \* Breadth i.e. (l\*b).

}

};

class C

{

public:

int h;

void height()

{

cout<<“Height: “;

cin>>h; //Height is enter by user

}

};

class D:public B,public C //Hybrid Inheritance Level

{

public:

int res;

void volume()

{

l\_into\_b(); height(); res=h\*c;

cout<<“Volume is (l\*b\*h): “<<res<<endl;

}

void area()

{

l\_into\_b();
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cout<<“Area is (l\*b): “<<c<<endl;

}

};

int main()

{

D d1;

cout<<“Enter dimensions of object to get Area:\n”; d1.area();

cout<<“Enter values of object to get Volume:\n”; d1.volume();

return 0;

}

# Output:

Enter dimensions of object to get Area: Length: 63

Breadth: 23

Area is (l \* b): 1449

Enter dimensions of object to get Volume: Length: 12

Breadth: 27

Height: 14

Volume is (l \* b \* h): 4536
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# Develop a C++ program in C++ to illustrate the order of execution of constructors and destructors in inheritance.

**Code:**

#include <iostream> using namespace std; class A

{

public:

};

A()

{

}

~A()

{

}

cout<<"A's Constructor"<<endl;

cout<<"A's Destructor"<<endl;

class B : A

{

public:

};

B(){

}

~B(){

}

cout<<"B's Constructor"<<endl; cout<<"B's Destructor"<<endl;

class C : B

{

public:

};

C(){

}

~C(){

}

cout<<"C's Constructor"<<endl; cout<<"C's Destructor"<<endl;

int main()

{

C c;

}

# Output:

A's Constructor B's Constructor C's Constructor C's Destructor B's Destructor A's Destructor
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# Experiment-8: POINTERS

* 1. **Develop a C++ program to illustrate object as a class member. Code:**

#include <iostream> using namespace std; class Personal{

public:

string name,city; Personal(string n,string c){

name=n; city=c;

}

};

class Customer{

public:

string accno,ifsc; int bal;

Personal \*d;

Customer(string ano,string icode,int b,Personal D){ accno=ano;

ifsc=icode; bal=b; d=&D;

}

void show(){

cout<<accno<<" "<<ifsc<<" "<<bal<<" "<<d->name<<" "<<d->city;

}

};

int main()

{

Personal p("Sudhir","KKD");

Customer c1("s34565123","sbi123",1200,p); c1.show();

}

# Output:

s34565123 sbi123 1200 Sudhir KKD

# Develop a C++ program to illustrate pointer to a class. Code:

#include<iostream> using namespace std; class BankAccount{

private:

string name,accno,ifscno; int bal,pin;

public:

BankAccount(string name,string accno,string ifscno,int bal,int pin){ this->name=name;

this->accno=accno;
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this->ifscno=ifscno; this->bal=bal;

this->pin=pin;

}

void display()

{

cout<<this->name<<" "<<this->accno<<" "<<this->ifscno<<" "<<this->bal<<" "<<this->pin<<endl;

}

};

int main()

{

BankAccount \*b2,b1("Ravi","5654563","SBI556",12000,1234);

b1.display(); b2=&b1;

b2->display();

}

# Output:

Ravi 5654563 SBI556 12000 1234

Ravi 5654563 SBI556 12000 1234

# Develop a C++ program to illustrate Virtual Base Class. Code:

#include <iostream>

using namespace std; class A{

public:

int a; A()

{

}

};

a = 10;

class B : public virtual A {

};

class C : public virtual A {

};

class D : public B, public C {

};

int main()

{

D object; // object creation of class d cout << object.a << endl;

return 0;

}

# Output:

10
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# Experiment-9: POLYMORPHISM

* 1. **Develop a C++ program to illustrate virtual functions. Code:**

#include<iostream> using namespace std; class Personal

{

public:

string name; Personal(string name)

{

this->name=name;

}

virtual void display()

{

cout<<name<<endl;

}

};

class Student:public Personal

{

public:

string rollno;

Student(string name,string rollno):Personal(name)

{

this->rollno=rollno;

}

void display()

{

}

};

int main()

{

cout<<rollno<<" "; Personal::display();

Personal \*obj;

Student s1("sudhir","123"); obj=&s1;

obj->display();

}

# Output:

123 sudhir
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# Develop a C++ program to illustrate runtime polymorphism. Code:

#include<iostream> using namespace std; class base

{

public:

virtual void print()

{

cout << "print base class" <<endl;

}

void show()

{

cout << "show base class" <<endl;

}

};

class derived:public base

{

public:

// print () is already virtual function in

// derived class, we could also declared as

// virtual void print () explicitly void print()

{

cout << "print derived class" <<endl;

}

};

int main()

{

void show()

{

cout << "show derived class" <<endl;

}

base\* bptr; derived d; bptr = &d;

// Virtual function, binded at

// runtime (Runtime polymorphism) bptr->print();

// Non-virtual function, binded

// at compile time bptr->show(); return 0;

}

# Output:

print derived class show base class
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# Develop a C++ program to illustrate pure virtual function and calculate the area of different shapes by using abstract class.

**Code:** #include<iostream> using namespace std; class Shape{

public:

virtual void calarea()=0;

};

class Circle:public Shape{ public:

int r;

float area; Circle(int r)

{

this->r=r;

}

void calarea()

{

area=3.141\*r\*r;

}

};

class Triangle:public Shape{ public:

int b,h; float area;

Triangle(int b,int h)

{

this->b=b; this->h=h;

}

void calarea()

{

area=(b\*h)/2;

}

};

int main()

{

Circle c(10); c.calarea(); cout<<c.area<<endl; Triangle T(2,3); T.calarea(); cout<<T.area;

}

# Output:

314.1

3
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# Experiment-10: TEMPLATES

* 1. **Develop a C++ Program illustrating function template. Code:**

#include<iostream> using namespace std; template <typename T> T sum(T a,T b)

{

return a+b;

}

int main()

{

int a,b; float c,d; cin>>a>>b; cin>>c>>d;

cout<<sum(a,b)<<endl; cout<<sum(c,d);

}

# Sample Input:

1 2

3.3 4.4

# Sample Output:

3

7.7

# Develop a C++ Program illustrating template class. Code:

#include <iostream> using namespace std; template <typename T> class Array {

private:

T\* ptr; int size;

public:

Array(T arr[], int s)

{

ptr = new T[s]; size = s;

for (int i = 0; i < size; i++) ptr[i] = arr[i];

}

void print()

{

for (int i = 0; i < size; i++) cout <<\*(ptr + i)<<" ";

}

};
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int main()

{

int n; cin>>n; int arr[n],i;

for(i=0;i<n;i++)

{

cin>>arr[i];

}

Array<int> a(arr, n); a.print();

return 0;

}

# Output:

5

1 2 3 4 5

1 2 3 4 5

# Develop a C++ program to illustrate class templates with multiple parameters. Code:

#include<iostream> using namespace std;

// Class template with two parameters template<class T1, class T2>

class Test{

public:

T1 a; T2 b;

Test(T1 x, T2 y){

a = x; b = y;

}

void show(){

cout << a << " and " << b << endl;

}

};

int main(){

// instantiation with float and int type Test <float, int> test1 (1.23, 123);

// instantiation with float and char type Test <int, char> test2 (100, 'W'); test1.show();

test2.show();

}

# Output:

1.23 and 123 100 and W
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# Experiment-11: EXCEPTIONS

* 1. **Develop a C++ program for handling Exceptions.**

# Code:

#include <iostream> using namespace std; class Student { public:

Student() { cout << "Constructor of Student" << endl; }

~Student() { cout << "Destructor of Student " << endl; }

};

int main()

{

try

{

}

Student t1; throw 100;

catch(int i)

{

cout << "Caught " << i << endl;

}

}

# Output:

Constructor of Student Destructor of Student Caught 100

# Develop a C++ program to illustrate the use of multiple catch statements.

**Code:**

#include <iostream> using namespace std; class Student { public:

Student() { cout << "Constructor of Student" << endl; }

~Student() { cout << "Destructor of Student " << endl; }

};

int main()

{

try

{

}

Student t1; throw 100;

catch (float f)
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{

cout << "Caught " << f << endl;

}

catch (int i)

{

cout << "Caught " << i << endl;

}

catch (char ch)

{

cout << "Caught " << ch << endl;

}

}

# Output:

Constructor of Student Destructor of Student Caught 100
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# Experiment-12: STL

* 1. **Develop a C++ program to implement List, Vector and its Operations. Code:**

#include<bits/stdc++.h> using namespace std;

void print(list<vector<int> >& listOfVectors) { for (auto vect : listOfVectors) {

vector<int> currentVector = vect; cout << "[ ";

for (auto element : currentVector) cout << element << " ";

cout << "]"; cout << "\n";

}

}

int main()

{

// Declaring a list of vectors list<vector<int> > listOfVectors;

// Declaring a vector vector<int> vector1; vector1.push\_back(10); vector1.push\_back(14); vector1.push\_back(17);

// Push the vector at the back in the list listOfVectors.push\_back(vector1); vector<int> vector2; vector2.push\_back(2); vector2.push\_back(6); vector2.push\_back(11);

// Push the vector at the back in the list listOfVectors.push\_back(vector2);

// Declaring another vector vector<int> vector3;

// Adding elements in the vector vector3.push\_back(11); vector3.push\_back(16); vector3.push\_back(29);

// Push the vector at the front in the list listOfVectors.push\_front(vector3);

// Calling print function print(listOfVectors);

}

# Output:

[ 11 16 29 ]

[ 10 14 17 ]

[ 2 6 11 ]
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# Develop a C++ program to implement Deque and Deque Operations. Code:

#include<iostream> #include<deque> using namespace std;

void showdq(deque<int> g){ deque<int>::iterator it;

for (it = g.begin(); it != g.end(); ++it) cout << "\t" << \*it;

}

int main()

{

deque<int> gquiz; gquiz.push\_back(10); gquiz.push\_front(20); gquiz.push\_back(30); gquiz.push\_front(15);

cout << "The deque gquiz is : "; showdq(gquiz);

cout << "\ngquiz.size() : " << gquiz.size();

cout << "\ngquiz.max\_size() : " << gquiz.max\_size(); cout << "\ngquiz.at(2) : " << gquiz.at(2);

cout << "\ngquiz.front() : " << gquiz.front(); cout << "\ngquiz.back() : " << gquiz.back(); cout << "\ngquiz.pop\_front() : "; gquiz.pop\_front();

showdq(gquiz);

cout << "\ngquiz.pop\_back() : "; gquiz.pop\_back(); showdq(gquiz);

return 0;

}

# Output:

The deque gquiz is : 15 20 10 30

gquiz.size() : 4

gquiz.max\_size() : 2305843009213693951

gquiz.at(2) : 10

gquiz.front() : 15

gquiz.back() : 30

|  |  |  |  |
| --- | --- | --- | --- |
| gquiz.pop\_front() : | 20 | 10 | 30 |
| gquiz.pop\_back() : | 20 | 10 |  |

# Develop a C++ program to implement Map and Map Operations. Code:

#include <iostream> #include <iterator> #include <map> using namespace std; int main()
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{

map<int, int> gquiz1;

// insert elements in random order gquiz1.insert(pair<int, int>(1, 40));

gquiz1.insert(pair<int, int>(2, 30));

gquiz1.insert(pair<int, int>(3, 60));

gquiz1.insert(pair<int, int>(4, 20));

gquiz1.insert(pair<int, int>(5, 50));

gquiz1.insert(pair<int, int>(6, 50));

gquiz1[7]=10; // another way of inserting a value in a map

// printing map gquiz1 map<int, int>::iterator itr;

cout << "\nThe map gquiz1 is : \n"; cout << "\tKEY\tELEMENT\n";

for (itr = gquiz1.begin(); itr != gquiz1.end(); ++itr) {

cout << '\t' << itr->first << '\t' << itr->second<< '\n';

}

cout << endl;

// assigning the elements from gquiz1 to gquiz2 map<int, int> gquiz2(gquiz1.begin(), gquiz1.end());

// print all elements of the map gquiz2 cout << "\nThe map gquiz2 after"

<< " assign from gquiz1 is : \n"; cout << "\tKEY\tELEMENT\n";

for (itr = gquiz2.begin(); itr != gquiz2.end(); ++itr) {

cout << '\t' << itr->first << '\t' << itr->second<< '\n';

}

cout << endl;

// remove all elements up to

// element with key=3 in gquiz2 cout << "\ngquiz2 after removal of"

" elements less than key=3 : \n"; cout << "\tKEY\tELEMENT\n"; gquiz2.erase(gquiz2.begin(), gquiz2.find(3));

for (itr = gquiz2.begin(); itr != gquiz2.end(); ++itr) {

cout << '\t' << itr->first << '\t' << itr->second<< '\n';

}

// remove all elements with key = 4 int num;

num = gquiz2.erase(4);

cout << "\ngquiz2.erase(4) : "; cout << num << " removed \n"; cout << "\tKEY\tELEMENT\n";

for (itr = gquiz2.begin(); itr != gquiz2.end(); ++itr) {

cout << '\t' << itr->first << '\t' << itr->second<< '\n';

}

cout << endl;

// lower bound and upper bound for map gquiz1 key = 5 cout << "gquiz1.lower\_bound(5) : "<< "\tKEY = ";
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cout << gquiz1.lower\_bound(5)->first << '\t';

cout << "\tELEMENT = " << gquiz1.lower\_bound(5)->second<< endl; cout << "gquiz1.upper\_bound(5) : "<< "\tKEY = ";

cout << gquiz1.upper\_bound(5)->first << '\t';

cout << "\tELEMENT = " << gquiz1.upper\_bound(5)->second<< endl; return 0;

}

# Output:

The map gquiz1 is :

|  |  |  |
| --- | --- | --- |
| KEY |  | ELEMENT |
| 1 | 40 |  |
| 2 | 30 |  |
| 3 | 60 |  |
| 4 | 20 |  |
| 5 | 50 |  |
| 6 | 50 |  |
| 7 | 10 |  |

The map gquiz2 after assign from gquiz1 is :

|  |  |  |
| --- | --- | --- |
| KEY |  | ELEMENT |
| 1 | 40 |  |
| 2 | 30 |  |
| 3 | 60 |  |
| 4 | 20 |  |
| 5 | 50 |  |
| 6 | 50 |  |
| 7 | 10 |  |

gquiz2 after removal of elements less than key=3 :

|  |  |  |
| --- | --- | --- |
| KEY |  | ELEMENT |
| 3 | 60 |  |
| 4 | 20 |  |
| 5 | 50 |  |
| 6 | 50 |  |
| 7 | 10 |  |

gquiz2.erase(4) : 1 removed

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| KEY  3 | 60 | ELEMENT | | |
| 5 | 50 |  | | |
| 6 | 50 |  | | |
| 7 | 10 |  | | |
| gquiz1.lower\_bound(5) : | | | KEY = 5 | ELEMENT = 50 |
| gquiz1.upper\_bound(5) : | | | KEY = 6 | ELEMENT = 50 |